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**Постановка задачи**

Пусть имеется задача целочисленного линейного программирования с двусторонними ограничениями

(1)

,

где ∈ Zn, = (, , . . . , )T ∈ Zn — вектор переменных, A ∈ Zm×n —целочисленная матрица, в которой m строк и n столбцов, ∈ Zm, ∈ Zn и ∈ Zn. Требуется определить совместна ли задача и в случае положительного ответа найти оптимальный план. Это можно сделать с помощью метода ветвей и границ. Цель настоящей лабораторной работы — реализовать метод ветвей и границ для решения задач целочисленного линейного программирования с

двусторонними ограничениями.

**Описание алгоритма метода**

Шаг 1. Преобразуем задачу (1) таким образом, чтобы ⩽ 0. Для каждого индекса i ∈ {1, 2, . . . , n} такого, что i > 0

а) в векторе i-ую компоненту умножим на −1;

б) в матрице i-ый столбец умножим на −1;

в) в каждом из векторов и i-ую компоненту умножим на −1;

г) i-ую компоненту вектора и i-ую компоненту вектора поменяем местами.

Шаг 2. Отбросим условие целочисленности на переменные и приведем полученную задачу линейного программирования в каноническую форму без учета ограничений неотрицательности

(2)

,

где

α = 0,

x = (x1, x2, . . . , xn, xn+1, xn+2, . . . , x2n+m)T ∈ R2n+m,

c = (c1, c2, . . . , cn, 0, 0, . . . , 0)⊺ ∈ Z2n+m

и

, , .

Шаг 3. Создадим переменные x\*, r и пустой стек S. В переменной x\* будем хранить наилучший допустимый целочисленный план задачи (2). Значение целевой функции задачи (2) на плане x\* будем хранить в переменной r, т.е. r = cTx\*. Поместим в стек S задачу (2) вместе с вектором ∆ = d−.

Шаг 4. Рассмотрим два случая в зависимости от того пустой стек S или нет.

Случай 1. Пусть стек S пустой. Метод завершает свою работу. Если в переменной x\* нет плана, то возвращаем сообщение «задача (1) несовместна». Иначе x\* — это оптимальный план задачи (2) и, в этом случае, возвратим оптимальный план x задачи (1), восстановленный по x\*, следующим образом: для каждого индекса i ∈ {1, 2, . . . , n}

относительно вектора c стоимостей исходной задачи (1).

Случай 2. Пусть стек S непустой. Извлечем из стека S задачу линейного программирования

,

с вектором ∆ ∈ Z2n+m. Заметим, что вектор d− не всегда нулевой. Приведем эту задачу к канонической форме

(3)

,

где a’ = a + cTd−, b’=b−Ad−. Построим начальный базисный двойственный план (y, B), в котором y = (0, 0, …, 0) ∈ Rm+n и B = {j1 = n + 1, j2 = n + 2, . . . , jn+m = 2n + m}. Решим задачу (3) двойственным симплекс-методом и найдем оптимальный план .

Рассмотрим два случая в зависимости от того является план целочисленным или нет.

Случай 1. Пусть план целочисленный. По этому плану восстановим допустимый план задачи (2) следующим образом. Прибавим к плану вектор ∆. Полученный в результате вектор обозначим через xˆ. Если в переменной x\* нет плана или r < cTxˆ+α′ , то запишем в переменную x\* план xˆ, а в переменную r значение cTxˆ + α′.

Случай 2. Пусть план дробный. Выберем дробную компоненту i из числа первых n компонент плана . Если в переменной x\* нет плана или ⌊cT + α′⌋ > r, то построим две новые задачи линейного программирования

,

где вектор b’’ получается из вектора b’ заменой (m+i)-ой компоненты на ⌊i⌋ и

'

,

где d− — это (2n+m)-мерный вектор, который получается из нулевого вектора заменой i-ой компоненты на ⌈i⌉. Обе задачи поместим в стек S вместе с вектором ∆ + d−.

Повторим шаг 4.

**Результат работы**

**Тест 1**

Задание:

Вывод программы:
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**Тест 2**

Задание:

Вывод программы:

![](data:image/png;base64,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)

**Код**

from numbers import Integral

import math

import copy

from math import inf

def dual\_simplex\_max(A, Jb, c, a, b):

while not all(i >= 0 for i in b):

index\_min\_row = min(range(len(b)), key=b.\_\_getitem\_\_)

c = [-i for i in c]

min\_v = inf

index\_min\_column = -1

for i in range(len(A[0])):

if A[index\_min\_row][i] < 0 and abs(c[i] / A[index\_min\_row][i]) < min\_v:

min\_v = abs(c[i] / A[index\_min\_row][i])

index\_min\_column = i

if index\_min\_column == -1:

return None

min\_v = A[index\_min\_row][index\_min\_column]

for i in range(len(A[0])):

A[index\_min\_row][i] = A[index\_min\_row][i] / min\_v

b[index\_min\_row] = b[index\_min\_row] / min\_v

for i in range(len(A)):

if i == index\_min\_row:

continue

value = -A[i][index\_min\_column]

b[i] = b[index\_min\_row] \* value + b[i]

for j in range(len(A[0])):

A[i][j] = A[index\_min\_row][j] \* value + A[i][j]

value = -c[index\_min\_column]

for i in range(len(c)):

c[i] = A[index\_min\_row][i] \* value + c[i]

Jb[index\_min\_row] = index\_min\_column

x = [0 for \_ in range(len(A[0]))]

for i, j in zip(Jb, b):

x[i] = j

return x

def get\_float\_xi(x, n):

for i in range(n):

if not isinstance(x[i], Integral):

return x[i], i

def branch\_and\_bound\_method(i\_c, i\_A, i\_b, i\_d\_minus, i\_d\_plus):

u\_c = copy.deepcopy(i\_c)

u\_A = copy.deepcopy(i\_A)

u\_b = copy.deepcopy(i\_b)

u\_d\_minus = copy.deepcopy(i\_d\_minus)

u\_d\_plus = copy.deepcopy(i\_d\_plus)

n = len(u\_c)

m = len(u\_b)

for i in range(0, n):

if u\_c[i] > 0:

u\_c[i] = u\_c[i] \* (-1)

for j in range(0, m):

u\_A[j][i] = u\_A[j][i] \* (-1)

u\_d\_plus[i] = u\_d\_plus[i] \* (-1)

u\_d\_minus[i] = u\_d\_minus[i] \* (-1)

u\_d\_plus[i], u\_d\_minus[i] = u\_d\_minus[i], u\_d\_plus[i]

a = 0

c = [0 for \_ in range(2 \* n + m)]

for i in range(n):

c[i] = u\_c[i]

A = [[0 for \_ in range(2 \* n + m)] for \_ in range(m + n)]

for i in range(m):

for j in range(n):

A[i][j] = u\_A[i][j]

for i in range(n):

for j in range(n):

if i == j:

A[i + m][j] = 1

for i in range(m + n):

for j in range(m + n):

if i == j:

A[i][j + n] = 1

b = [0 for \_ in range(n + m)]

for i in range(m):

b[i] = u\_b[i]

for i in range(m, n + m):

b[i] = u\_d\_plus[i - m]

d\_minus = [0 for \_ in range(2 \* n + m)]

for i in range(n):

d\_minus[i] = u\_d\_minus[i]

s = []

X = None

r = None

s.append(Stack(c, a, A, b, d\_minus, d\_minus))

while len(s) != 0:

i = len(s) - 1

c = s[i].c

a = s[i].alfa

A = s[i].A

b = s[i].b

d\_minus = s[i].d\_minus

delta = s[i].delta

s.remove(s[i])

if not all(d == 0 for d in d\_minus):

result = 0

for i1, i2 in zip(c, d\_minus):

result += i1 \* i2

a2 = a + result

result = [0 for \_ in range(len(A))]

for i in range(len(A)):

for j in range(len(A[0])):

result[i] += A[i][j] \* d\_minus[j]

b2 = [i1 - i2 for i1, i2 in zip(b, result)]

else:

a2 = a

b2 = b

y = [0 for \_ in range(m + n)]

B = [n + i for i in range(1, n + m + 1)]

Jb = [i - 1 for i in B]

x = dual\_simplex\_max(copy.deepcopy(A), Jb.copy(),

c.copy(), a2, b2.copy())

if all(isinstance(i, Integral) for i in x):

x\_plan = [i + j for i, j in zip(x, delta)]

k = sum([i\*j for i, j in zip(c, x\_plan)]) + a2

if X is None or k > r:

X = x\_plan

r = k

else:

xi, xi\_index = get\_float\_xi(x, n)

k = math.floor(sum([i\*j for i, j in zip(c, x)]) + a2)

if X is None or k > r:

b3 = b2.copy()

b3[m + xi\_index] = math.floor(xi)

d\_minus\_zero = [0 for \_ in d\_minus]

d\_minus = [0 for \_ in range(2 \* n + m)]

d\_minus[xi\_index] = math.ceil(xi)

s.append(Stack(c, a2, A, b3, d\_minus\_zero, delta))

delta = [i + j for i, j in zip(delta, d\_minus)]

s.append(Stack(c, a2, A, b2, d\_minus, delta))

if X is None:

print("Задача несовместна")

return None

else:

x = [0 for \_ in range(n)]

for i in range(n):

if i\_c[i] < 0:

x[i] = X[i]

else:

x[i] = -X[i]

return x

class Stack:

def \_\_init\_\_(self, c, alfa, A, b, d\_minus, delta) -> None:

self.c = c

self.alfa = alfa

self.A = A

self.b = b

self.d\_minus = d\_minus

self.delta = delta

if \_\_name\_\_ == "\_\_main\_\_":

c = [1, 1]

A = [

[5, 9],

[9, 5]

]

b = [63, 63]

d\_minus = [1, 1]

d\_plus = [6, 6]

result = branch\_and\_bound\_method(c, A, b, d\_minus, d\_plus)

if result == None:

print("Задача несовместна")

else:

print(result)